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Abstract—The paper presents PROCE (PROcess Composition
and execution Environment), an agent-based CAME and &SE
tool which supports the composition of software deslopment
processes, based on the Method Engineering paradigemnd their
execution. In particular, the current release of PROCE provides
an integrated and flexible environment for the degin of SOA
applications.
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. INTRODUCTION

The development of complex software applicationa ba
supported by Software Engineering Processes (S&Righ,
according to the Method Engineering (ME) paradigme
obtained by composing a set of purposely selectethad
fragments [6]. This approach allows combining treed of
defining specifically tailored methodologies withhet
possibility of reusing existing methodologies (oeit portions)
well documented and experimented. However, theretaaise
of the ME paradigm requires the availability oftable models

and techniques to represent method fragments aed th

composition. In addition, a central issue is repnésd by the
availability of Computer-Aided Method EngineeringAME)

tool, to support the composition of developmentcpseses
through discovering and assembling of method fragsjeand
of Computer-Aided Software Engineering (CASE) totu,
support the execution of obtained processes.
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In order to verify the effectiveness and the efficaof
PROCE in method fragments composition and processes
execution, a preliminary experimentation was cdraat in the
Service Oriented Architecture (SOA) domain [1]. fact,
despite its popularity, the development of SOA maplns is
not well supported by methodologies and tools daaily adapt
to the needs of specific applications to be implated; as a
consequence, the efforts required for adapting sistiey
methodology often makes profitable to define a e [10].
Therefore, also in the SOA domain, the ME approeah
provide, as for the Object Oriented (OO) [6] andeAQ
Oriented (AO) domains [2], an effective solutionlealio
combine the definition o&d-hoc methodology with the reuse
of existing ones.

The paper is organized as follows: Section Il dhgdresent
system requirements and design respectively. Theersy
implementation details are presented in Sectionvitereas
Section V reports an application example. Finalbynclusions
are drawn and future works delineated.

Il.  SYSTEM REQUIREMENTS

PROCE should provide both CAME and CASE featuretheo
following main requirements have been identified:

1. Method Base management: the tool should be able to
access and manage a repository (Method Base) ichwhi
method fragments are stored and collected.

In this context, the paper presents PROCE (PROcesg' Process definition and verification: the tool should allow

Composition and execution Environment) which repnés
both a CAME and a CASE tool and then is capablsufmport
both the definition of a development process, tey gblection
and composition of method fragments, and its sulesgq
execution.

PROCE is a Multi Agent System, in which both method

fragments and the processes derived from their ositipn are

the selection and Work Products (WPs) based
composition of the available method fragments and
should provide techniques for checking the fedsjbaf

the obtained development process.

3. Process execution: the tool should be able to instantiate
and support the execution of a process obtainesh fro
method fragments composition.

represented by agents. This approach provides an effective

solution to the issue of fragment composition tat be based
on the cooperation among agents. Moreover, thetdigesed

representation of the development process allowmaae

effective process execution. In fact, thgentified method

fragments, in the CAME phase, cooperate to buildtheg

development process, whereas, in the CASE stagpecate to
support its execution (each agent is in chargepafrdon of the

process and interacts with the others by exchanfjagment

work products).

*corresponding author

Ill.  SYSTEM DESIGN

PROCE has been designed following tBiegani zation-based
Multi Agent System Engineering (O-MASE) methodology [4]
and the fragment definition provided by the IEEEPKI
specifications [3]. In particular, the logical aitelcture of
PROCE and its behavior are described in Sectionnéd B
respectively.



A. High Leve architecture

PROCE is organized as a cooperative society oftagath of
which covers at least ofi®le. A Role represents a relationship
between aoal and theCapability used by a software agent to
achieve it. The followingRoles have been identified: (i)
Process Builder Role who has in charge the definition of
specific Software Engineering Processes (SEP$)P(ocess

progress whereas the CASE features have been fully
implemented. Moreover, due to the increasing isteckin the
SOA domain, the current experimentation has inwblve
development processes and method fragments refatdioe
development of service-oriented applications aseduires
addressing several issues ranging from the definitf the
application to the discovery, development, compmsit

Coordinator Role who has in charge the execution of a specificintegration and testing of SOA services.

development process; (iiMethod Fragment Role who has in
charge the execution of a specific method fragnamt the
management of its WPs (Figure 1).
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Figure 1. Logical Architecture

B. System behavior

System behavior depends on thiRoles played by the
componenfgents and their interactions.
In particular, two main phases can be identifi€@tocess
Composition and Process Execution. In the first phase, the
system supports thaal-hoc definition of a new process through
the composition of method fragments available iMethod
Base. In particular, amdgent which perform theProcess
Builder Role, interact with the user for the definition of the
specification of the process under constructioncoiding to
SPEM [8], the process is specified in terms of chmponent
Activities, their relationships and the exchanged WPs. Btarti
from this process specification, tfBeilder interacts with the
agents which perform thi#lethod Fragment Role, requiring
them, by exploiting @ontract-net based protocol [5], to cover
specific Activities of the process. If thiragments negotiation
phase successfully completes, Agent which performs the
Process Coordinator Role is instantiated by specifying the
process to coordinate in terms of the involfedgments.

In the Process Execution phaseAgents which perform the
Method Fragment Role are in charge of executing the

associated\ctivities of the development process. These Agent:

are orchestrated by the Agent which performs Fhnecess
Coordinator Role who drives the exchange of WPs among th
involved Agents.

IV. SYSTEMIMPLEMENTATION

PROCE has been currently implemented as a stang-diava
application. The development of the CAME featurssin

In particular, the following agents have been impated:

(i) SOA Process Agent covering and extending thiérocess
Coordinator Role to support the execution of a SEP for the
development of SOA applications; (iii) severalethod
Fragment (MF) Agents that cover and extend tHeragment
Role to support the execution of specific portionstad aibove
introduced SOA process.

As an example, th&F-Service Composer Agent has been
associated to a MF which, starting from a@pplication
Choreography, represented by a WS-CDL (Web Services
Choreography Description Language) documamd from a
mapping amongroleTypes of the Choreography and realWveb
Services, produces a WS-BPEL (Web Services Business
Process Execution Language) document specifying the
orchestration among the involved services in tesfdata and
messages exchanged and task execution sequenges [11

PROCE has been developed by adopting various piatfo
independent technologies and open standards toreensu
interoperability; in particular JADE (Java Agent\u@opment
Framework), an agent-based framework that allows th
development of MAS and provides a runtime execution
platform, has been exploited [7].

V. UsINGPROCE

Figure 2 shows the PROCE GUI; in the left colume likt of
the available SEPs is reported; currently only $0&\Process
is available which is briefly described on the tiglde.

B rrOCE W=
PROCE: PROcess Composition and execution Environment

based on the Method Engineering approach

Software Enginesring Processes SEP Description

SOAPIOCESS

SOA Process: a complete process obtained by composing the following
Method Fragments (MFs) which cover from requirements specification
to testing of SOA applications:

- Reguirements Specification, which formalizes the application
requirements

- Application Definition, which, starting from application requirements,
makes available a choreography of a SOA application.

- Service Discavery, which discovers, on a given research domain, the set
of services able to cover the roles of a given choreography of a SOA
application

- Ser

velopment, which builds and makes available a SOA Service

a specific service contract.

mposiiion, which specifies the interactions of a set of services

selected to cover the roles of an application choreography

- Service Integration, which implements the communication infrastructure
amang the services constituting a SOA application

- Application Testing, which aims at validating and evaluating a SOA
application

Figure 2. The PROCE Graphical User Interface (GUI)

By selecting the availablBOAProcess a SPEM diagram of
the process is shown; in the diagram #otivities composing
the selected process and their work products qrerter (see



Figure 3). Each Activity is associated to a Metherdgment

which can be then executed. Before starting thewdian of a

mapping. As the selected Services can be managdiffésent
SOA domains, it is necessary to check and validhggr

MF, the SOAProcess Agent verifies that the required input WPs policies; thus, theMF Service Composer Agent supports the
user in getting Get Policies button) the policies associated to

are available and in the format expected by thatedIMF

Agent. In this case, th&0AProcess Agent provides the input

WPs to theMF Agent, on the contrary it informs tHdF Agent

so that it can ask the user for the required iNgBs.

In the following, the execution of ttervices Composition
MF carried on by th&F-Service Composer Agent is shown.

PROCE

A SEP for the Development of SOA Applications
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Figure 3. A SEP for the development of SOA Applications

In this first phase of the MF execution, tMF-Service

Composer Agent obtains the two input WPs (see Figure 3); in
the providedRole-Service Mapping and the

particular,

Application Choreography are represented on the upper-left
and on the upper-right side of Figure 4 respegtivel
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Figure 4. The Services Compositon Environment

In the next phase, for eacbleType in the Choreography a
specific Web Service is selected among those dilaila the

each service and validating thexfalidate Policies button).

Services Composition
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Figure 5. Management of Services Policies

Finally, Figure 6 shows the last phase of the ecof

the Services

Composition MF, in which a WS-BPEL is

produced Yerify and End button) after verifying that the
selected services correctly cover all the roleolved in the
Application Choreography.
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Figure 6. Services Orchestration

I.  CONCLUSIONS ANDFUTURE WORK
MAS for method fragments composition and

execution of software development processes, han be
presented along with an application example in §@A
domain showing its effectiveness and user-oriematiThe
current release of PROCE is available under thell Bense

on the Web

Site of th@penKnowTech project [9].

Future efforts are geared to: (i) the definition mméw
method fragments concerning the different aspedtshe

developmen

t of SOA applications; (ii) the implensian of

the CAME features of the tool ; (iii) the implemation of the



future release of PROCE as an Eclipse plug-in sbetoefit
from its popularity and supporting community.
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