
Ciphertext Forgery on HANUMAN

Damian Vizár

EPFL, Switzerland

Abstract. HANUMAN is a mode of operation of a keyless cryptographic permutation for nonce-based
authenticated encryption with associated data, included among the modes bundled in the PRIMATEs
candidate in the currently ongoing CAESAR competition. HANUMAN is a sponge-like mode whose
design and security argument are inspired by the SpongeWrap construction. We identify a flaw in the
domain separation of HANUMAN, and show how to exploit it to efficiently produce ciphertext forgeries.
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1 Introduction

Authenticate encryption (AE) is a symmetric-key cryptographic primitive that ensures confiden-
tiality and authenticity of processed messages simultaneously. The currently ongoing Competition
for Authenticated Encryption: Security, Applicability, and Robustness (CAESAR) [2] is the major
scientific effort in the field of AE. It is aimed at identifying a portfolio of new AE schemes that
will surpass the previous generation of schemes (represented by the GCM mode of operation [4])
in their security guarantees, efficiency, or other features that improve their applicability in various
usage scenarios.

One of the second round candidates in the CEASAR competition is the collection of schemes
dubbed PRIMATEs [1]. The PRIMATEs candidate defines a new cryptographic permutation de-
sign PRIMATE, and proposes four instances separated by the use of different round constants.
PRIMATEs also proposes three modes of operation of a keyless permutation for authenticated
encryption: APE, HANUMAN and GIBBON.

HANUMAN is a scheme for nonce-based authenticated encryption with associated data (AEAD).
It’s design is inspired by the SpongeWrap [3] construction [3] and the authors refer to the security
analysis of SpongeWrap when arguing about the security of HANUMAN. In this short note, we
identify a flaw in the domain separation between the processing of associated data (AD) and the
processing of messages in HANUMAN show how to exploit it to produce a ciphertext forgery with
a single encryption query and the probability of successful verification equal to 1.
The rest of this note is organized as follows. In Section 2 we briefly recall the nonce-based AEAD

and its security, in Section 3 we briefyl describe the mode HANUMAN and in Section 4 we describe
the forgery attack.

2 Nonce-Based AE with associated data

A nonce-based AEAD [5] scheme 𝛱 is a triple (𝒦, ℰ ,𝒟) where 𝒦 is the secret key space and
ℰ : 𝒦 ×𝒩 ×𝒜×ℳ→ 𝒞 ∪ {⊥} and 𝒟 : 𝒦 ×𝒩 ×𝒜× 𝒞 →ℳ∪ {⊥} are deterministic encryption
and decryption algorithms respectively.

The encryption algorithm takes as inputs a secret key 𝐾 ∈ 𝒦, a nonce 𝑁 ∈ 𝒩 , associated data
(AD) 𝐴 ∈ 𝒜 and a plaintext (PT) 𝑀 ∈ ℳ and produces a ciphertext. The decryption algorithm
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takes as inputs a secret key 𝐾 ∈ 𝒦, a nonce 𝑁 ∈ 𝒩 , associated data (AD) 𝐴 ∈ 𝒜 and a ciphertext
(CT) 𝐶 ∈ 𝒞 and outputs a plaintext 𝑀 ∈ ℳ or the symbol ⊥ that indicates an authentication
error.

It is required that if 𝐶 = ℰ(𝐾, 𝑁, 𝐴, 𝑀) then 𝑀 = 𝒟(𝐾, 𝑁, 𝐴, 𝐶). It is required that for every
message the 𝑀 ̸= ⊥ and that length of the ciphertext |ℰ(𝐾, 𝑁, 𝐴, 𝑀)| = 𝑓(|𝐴|, |𝑀 |) only depends
on the length of the message and AD.1

Security. The privacy goals of an AEAD scheme 𝛱 are captured by indistinguishability of cipher-
texts from random strings under chosen plaintext attack. We measure the advantage of advantage
of an adversary A in breaking the privacy of 𝛱 as

Advpriv
𝛱 (A ) = Pr[A ℰ𝐾(·,·,·) ⇒ 1]− Pr[A $(·,·,·) ⇒ 1].

Here ℰ𝐾(·, ·, ·) denotes the encryption algorithm initialized by a random key and $(·, ·, ·) denotes a
dummy algorithm that returns a random string of |𝐸𝐾(𝑁, 𝐴, 𝑀)| bits on query $(𝑁, 𝐴, 𝑀). It is
required that every query uses a unique nonce.

The authenticity of 𝛱 is formalized as the inability of an adversary A to forge a valid ciphertext.
The advantage of A in breaking the authenticity of 𝛱 is measured as

Advauth
𝛱 (A ) = Pr[A ℰ𝐾(·,·,·)forges].

We say that A forges, if it issues a decryption query 𝑁, 𝐴, 𝐶 that decrypts to an 𝑀 ̸= ⊥ under
key 𝐾 and that was not obtained through encryption queries. It is required that every encryption
query uses a unique nonce.

3 HANUMAN

HANUMAN is a nonce-based AEAD scheme. It is a mode of operation for a pair of keyless per-
mutations 𝑝1, 𝑝4 with 𝑝𝑖 : {0, 1}𝑏 → {0, 1}𝑏 for 𝑖 ∈ {1, 4}, that operates on a 𝑏-bit state in an
iterative, sponge-like fashion. The state is divided into a “capacity” part of 𝑐 bits and a “rate” part
of 𝑟 bits, such that 𝑟 + 𝑐 = 𝑏. To process a query (𝑁, 𝐴, 𝑀), HANUMAN partitions the associated
data (line 3 in Algorithm 3) into 𝑟 bit blocks, except that the last blocks is possibly fractional, i.e.
|𝐴[𝑢]| ≤ 𝑟. The message is partitioned in the same fashion (line 10 in Algorithm 3). The processing
of an encryption query (𝑁, 𝐴, 𝑀) passes through three stages:

1. The state is initialized by applying 𝑝1 to the secret key and the nonce 𝑁 .
2. An AD 𝐴 is absorbed block-by-block using the permutation 𝑝4. The last block of 𝐴 is processed

using 𝑝1. If |𝐴[𝑢]| < 𝑟, padding is applied: 𝐴[𝑢]‖10𝑟−|𝐴[𝑢]|−1. Otherwise, the constant 10𝑐−1 is
xored to the capacity part of the state.

3. A message 𝑀 is processed block-by-block using the permutation 𝑝1. An authentication tag is
produced.

The algorithmic description of HANUMAN is in Figure 1.

1 We typically have |ℰ(𝐾, 𝑁, 𝐴, 𝑀)| = |𝑀 |+ 𝜏 for some positive constant 𝜏 .
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Fig. 1: The HANUMAN encryption ℰ𝐾(𝑁, 𝐴, 𝑀) and decryption 𝒟𝐾(𝑁, 𝐴, 𝐶, 𝑇 ) algorithms for fractional messages.
Here C = {0, 1}𝑐 and C

1
2 = {0, 1}𝑐/2. The Figure comes from [1].

Security. According to the PRIMATEs submission, HANUMAN follows the main design principles
of SpongeWrap, and thus the security of HANUMAN follows (more or less directly) from the security
analysis of SpongeWrap. In SpongeWrap, the AD and the message are also processed block by
block with a split state, however each block is concatenated with a single bit that ensures domain
separation before it is “absorbed” into the sponge state. In HANUMAN, the usage of this so-called
“frame bit” got replaced by the application of two independent permutations in a certain pattern.

4 Ciphertext Forgery on HANUMAN

The design of HANUMAN mode contains a flaw thanks to which it is possible to create a forgery
with a single encryption query. The problems arise from the fact that if the associated data is empty,
the 2nd stage of processing is simply omitted. In particular, both the last block of AD and the first
block of a message are processed by 𝑝1, and there is no mechanism that would always distinguish
these two calls. Indeed, if |𝐴| < 𝑟, no calls to 𝑝4 are made and no constant is xored to the capacity.

Thus, if the AD consists of a single block of < 𝑟 bits 𝐴 = 𝐴[1], then the two encryption queries
𝐶1, 𝑇1 ← ℰ𝐾(𝑁, 𝐴, 𝑀) and 𝐶2, 𝑇2 ← ℰ𝐾(𝑁, 𝜀, 𝐴[1]‖10*‖𝑀)2 will pass through the same sequence of
the internal state’s values when being processed and will have the same tag. Moreover, the ciphertext
𝐶1 will be a suffix of 𝐶2. This is valid for any values of 𝐾, 𝑁 and 𝑀 . This allows us to mount the
forgery attack described in Figure 2. The forgery is always successful, as 𝐴 gets padded to form

2 𝜀 denotes an empty string.
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𝑀 ′[1] = 𝐴‖10* in the decryption query and the decryptions of (𝑁, 𝜀, 𝐶 ′, 𝑇 ′) and (𝑁, 𝐴, 𝐶, 𝑇 ) are
processed identically.

1: 𝑀 ′ = 𝐴‖10𝑟−|𝐴|−1‖𝑀
2: 𝐶′, 𝑇 ′ ← Enc(𝑁, 𝜀, 𝑀 ′)
3: 𝐶 ← right|𝑀|(𝐶′); 𝑇 ← 𝑇 ′

4: return 𝑁, 𝐴, (𝐶, 𝑇 )

Fig. 2: Ciphertext forgery for HANUMAN mode with associated data 𝐴, message 𝑀 and nonce 𝑁 with |𝐴| < 𝑟.
Here right𝑚(𝑋) returns the 𝑚 rightmost bits of a string 𝑋.

4.1 (Non-)Applicability to SpongeWrap and Other PRIMATEs

The attack we presented is not applicable to SpongeWrap or other PRIMATEs. In case of SpongeWrap,
the attack will fail because a single permutation is made in the phase of AD processing even if AD
is empty. This mitigates the ciphertext truncation attack that works on HANUMAN.

Our attack works neither with APE nor with GIBBON. The former mode follows a different
design philosophy. GIBBON is however similar to HANUMAN in the overall design structure, and in
particular it is similar in that it uses a specific pattern of calls to several independent permutations
to ensure the domain separation. Unlike HANUMAN, GIBBON makes a call to a permutation in
the AD processing phase even if AD is empty, and thus mitigates the attack in a similar fashion as
SpongeWrap.
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